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Abstract

Hierarchical diagrams are well-suited for visualizing the
structure and decomposition of complex systems. However,
the current tools poorly support modeling, visualization and
navigation of hierarchical models. Especially the line rout-
ing algorithms are poorly suited for hierarchical models:
for example, they produce lines that run across nodes or
overlap with other lines.

In this paper, we present a novel algorithm for line rout-
ing in hierarchical models. In particular, our algorithm pro-
duces an esthetically appealing layout, routes in real-time,
and preserves the secondary notation of the diagrams as far
as possible.

1 Introduction
With the advent of UML 2.0 [9], there has been renewed

interest in hierarchical models and their effective visual-

ization. However, current modeling tool implementations

rather poorly support modeling, visualization and naviga-

tion of hierarchical models (see [13] for a survey). The typ-

ical way of visualizing hierarchically structured models is

by explosive zooming: when looking at the details of a par-

ticular node, the diagram with the details either replaces the

previously displayed diagram or a new window is opened

which supersedes the previously viewed one. In both cases,

the context of the zoomed node is lost. This is bad because

humans typically want to see their focus of interest in detail

together with its surrounding context.

The problem of lost context in the visualization of hier-

archical models can be mitigated by using fisheye zooming.

Fisheye zoom algorithms show the foci of interest more de-

tailed, whereas their context is shown with less details. In

our previous work we have developed a logical fisheye vi-

sualization technique [14, 6, 2] which enables filtering, ab-

straction and easy navigation in hierarchical models.

However, navigating in a model by hiding or showing

elements as well as generating views with fisheye zoom-

ing change the layout of the model. For the sake of model

understandability, the generated layout should resemble the

original layout drawn by the modeler as far as possible.

This is important because a modeler builds a cognitive

map [1] which is reflected in the so-called secondary no-

tation [11]. The secondary notation consists of layout in-

formation which is reflected in the positioning, the size and

other user defined and visualized properties of the model.

Therefore, fully automated layout algorithms are not well-

suited.

The layouting problem can be roughly divided into (a)

the positioning of nodes (classes, states, activities, etc.) and

(b) routing lines that connect nodes (associations, state tran-

sitions, port connections, etc.). Problem (a) has been inves-

tigated in our previous work [6, 14] where we implemented

the visualization and navigation techniques described above

in the ADORA tool. In this paper, we deal with problem (b):

we describe a novel algorithm for routing lines in hierarchi-

cally decomposed models. Our algorithm has four distinc-

tive properties: (i) it routes in real time whenever a mod-

eler changes the layout of a model by navigating, creating a

view or editing; (ii) it generates a graphically appealing lay-

out (no collisions or overlaps, short paths); (iii) it preserves

the secondary notation as far as possible, and (iv) it allows

a modeler to modify the generated layout of a line route and

preserves this modification as a new secondary notation of

the connection.

The presented algorithm for line routing has been imple-

mented in our ADORA tool [14, 13]. However, our algo-

rithm works on any hierarchical box-and-line language, for

example, UML 2.0 composite structure diagrams, activity

diagrams or state machine diagrams.

The remainder of the paper is organized as follows. In

section 2, we describe our line routing algorithm. Related

work is discussed in Section 3. In Section 4, we summarize

our results, discuss advantages and limitations and sketch

our future work.

2 Line Routing for Hierarchical Elements

To maintain the readability of a diagram, it is desirable

that a line between two nodes does not pass through any

other nodes or overlap with other lines. As fisheye naviga-

tion requires the generation of a new diagram layout in ev-

ery navigation step, automatic and fast (i.e. real-time) line
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routing is essential. Furthermore, when editing a diagram,

the tedious task of good line routing should also be done au-

tomatically so that the modeler can concentrate on her goal

of creating or modifying a model.

In contrast to other domains such as VLSI design, dia-

gram esthetics plays an important role in the modeling do-

main. The lines in a diagram have to be easy to follow and

add a clear meaning to the diagram. But there is only lit-

tle information available about what is a “good” line [12].

In most areas that use diagrams for visualizing information,

a preferred style or consensus has emerged, e.g. rectilinear

lines in circuit diagrams.

We are focusing on diagrams that are incrementally cre-

ated by a human user and not on diagrams that are automat-

ically created for visualizing an existing structure. Hence,

we cannot compute diagram layouts (including line routing)

from scratch as done in graph drawing [4] or reengineering

visualization (e.g. [5]). Instead, we must be able to adapt a

given layout incrementally, preserving the secondary nota-

tion as far as possible.

In the following subsections we give a short descrip-

tion of our line routing algorithm. A detailed discussion

of the algorithm (including a performance test) and the cor-

responding background work can be found in [13].

2.1 The routing problem

As an initial simplification, we consider routing of indi-

vidual lines around nodes that represent obstacles; without

any regard to existing lines. This is an instance of the well-

known routing problem.

The routing problem has been studied extensively in

VLSI design to automatically layout the wires that connect

the circuit components. The first and perhaps best known

routing algorithm for VLSI design is Lee’s algorithm [7],

which is an application of Dijkstra’s breadth-first shortest

path search algorithm [3] to a uniform grid. Lee’s algo-

rithm is based on the expansion of a diamond-shaped wave

from the source point that continues until the target point

is reached. The shortest path can be found in a second

step by going back from the target point to the source point

while selecting the neighbored grid cell with the lowest dis-

tance value (see [13] for a detailed description of Lee’s al-

gorithm). The algorithm always finds a solution if one ex-

ists, and ensures an optimal solution. The major drawback

of this approach is that its space and runtime complexity is

O(mn) for a grid with m ∗ n cells.

2.1.1 Data structure

Instead of a uniform grid we use the corner stitching struc-

ture [10] as the underlying data structure for line routing.

The corner stitching structure has originally been developed

as an efficient storage mechanism for VLSI layout systems

and has two important features: (i) All the space, whether

occupied by a node or empty, is explicitly represented in the

structure, and (ii) the space is divided into rectangular areas

that are stitched together at their corners like a patchwork

quilt.

The corner stitching structure for the four nodes in Fig. 1

is shown by the dashed lines. The space is divided into a

mosaic with rectangular tiles of two types: space tiles and

solid tiles. The space tiles are organized as maximal hor-

izontal strips, i.e. no space tile ever has another space tile

immediately to its right or left.

The advantage of a corner stitching structure with max-

imal horizontal strips over a uniform grid structure is its

linear space complexity: while the number of cells in a uni-

form grid is determined by the size and the resolution of

the grid, the maximum number of space tiles in the corner

stitching structure only depends on the number of nodes.

In a diagram with n nodes, there will never be more than

3n + 1 space tiles (see [10] for a proof).

2.1.2 White space computation

Our line routing approach is divided into two completely

decoupled steps: The first step computes one or multiple

sequences of space tiles through which the shortest path has

to pass. The second step computes the line itself, i.e. the

bend points in a polyline or the curves of a spline inside the

white space tiles that have been calculated in the first step.

For computing the path(s) of space tiles through which

the line has to pass, we apply the fundamental wave expan-

sion idea of Lee’s algorithm to the corner stitching structure

instead of a uniform grid structure.

During its expansion phase, our algorithm computes a

distance value for the space tiles of the structure. Due to the

non-uniform tile size of the corner stitching structure, it is

not possible to use the distances from the source point to the

tiles as distance values, because there may be multiple dif-

ferent values for one tile. We therefore use a combination

of the source distance and the distance to the target point

which are both measured in the Manhattan distance1. Fur-

thermore, for each tile the algorithm computes the point P
inside the tile where the distances are actually measured.

For the actual search, an ordered data structure (e.g. heap,

priority queue) denoted as Ω is used. Below, we present an

informal description of the algorithm:

1. Construct the corner stitching structure and determine

the tile Tstart that contains the source point s and the

tile Tend that contains the target point t.

2. Set the point P for Tstart to the source point s, the

source distance of Tstart to 0 and the distance of Tstart

1The Manhattan distance, also known as the L1-distance, between two

points P and Q is defined as the sum of the lengths of the projections of the

line segments onto the coordinate axes: λ(P, Q) = |xP −xQ|+|yP −yQ|
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to the Manhattan distance between P and the target

point t. Insert Tstart into Ω.

3. As long as Ω contains tiles: Remove the tile T with

the lowest distance value from Ω. If this tile is the

tile Tend, a path has been found. Otherwise, calculate

for each neighboring space tile Tnext the point Pnext,

i.e the point inside Tnext closest to the point P of the

current tile T . Compute for each of these neighboring

tiles two distance values: The source distance σ is cal-

culated by adding the Manhattan distance between the

point P and the point Pnext to the source distance of

T . The distance δ is calculated by adding the Manhat-

tan distance between Pnext and the target point t to σ.

Equations 1 and 2 show the calculation of the source

distance σ and the distance δ for the tile Tnext relative

to the tile T , whereas λ(P1, P2) denotes the Manhattan

distance between the points P1 and P2:

σ(Tnext) = σ(T ) + λ(P, Pnext) (1)

δ(Tnext) = σ(Tnext) + λ(Pnext, t) (2)

Check whether the calculated distance value for Tnext

is lower than a previously calculated value for Tnext. If

so, update the distance δ and source distance σ values

of Tnext. Insert the tile Tnext into Ω.

4. The sequence(s) of space tiles that constitute the short-

est path can be found, in analogy to Lee’s and Dijk-

stra’s algorithm, by moving back from Tend to Tstart

by repeatedly selecting a neighbored tile that has the

same distance value δ. If multiple neighbors have the

same value, there exist multiple solutions and the cur-

rent tile is a branch.

Fig. 1 shows the corner stitching structure after the sec-

ond iteration through step 3 of the algorithm. The current

tile T corresponds to T6 and the distance values σ and δ for

the tiles T4, T5 and T7 are calculated. According to equa-

tion 1, the source distance σ for T7 is equal to the sum of

the source distance of T6 (which is zero in this case) and the

Manhattan distance between the points P and Pnext in T
and Tnext, respectively, which is 36. The distance δ is cal-

culated by adding the Manhattan distance between the point

Pnext and the target point t, which is 576, to the source dis-

tance σ.

2.1.3 Line routing

The algorithm for finding the space tiles that the shortest

path has to pass through is completely decoupled from the

algorithm that does the actual routing (i.e. computes the

coordinates for drawing the line). Hence, different algo-

rithms that produce different styles of lines can be imple-

mented on top of the algorithm described in Section 2.1.2.

Fig. 2 shows three different line routing styles: a rectilinear

Figure 1. Routing algorithm

polyline (which we have currently implemented), an uncon-

strained polyline and a spline.

Figure 2. Different line routing styles

2.2 Line crossings

By extending the corner stitching structure and the algo-

rithm of Section 2.1.2, we can avoid line crossings during

the routing of a line. We extend the corner stitching struc-

ture by a third tile type: the line tile. Line tiles are space

tiles weighted by a constant cost factor α. The algorithm

now calculates cost values instead of distance values for the

tiles. A higher cost factor α of a tile increases the costs for a

line to pass through this tile. We are therefore transforming

the source distance σ and the distance δ into a source cost
ω and a cost γ. Equations 3 and 4 show the extension of

equations 1 and 2 with the cost factor α:

ω(Tnext) = ω(T ) + α ∗ λ(P, Pnext) (3)

γ(Tnext) = ω(Tnext) + λ(Pnext, t) (4)

2.3 Preserving Secondary Notation

In connection with line routing, the secondary notation

has two aspects: The routing algorithm has to tolerate some

user influence, i.e. the line should not be routed completely

automatically. And once defined, the secondary notation of

a line has to be preserved in case of layout changes.

The algorithm that has been described so far lets the user

select where the source and target points are anchored on

the source and target node. Furthermore, by varying the
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cost factor α, the user can define to what extent the algo-

rithm should avoid line intersections. If there exist multiple

shortest paths, it is also possible to let the user select a path

manually or add a selection function to the algorithm.

But the definition of the secondary notation by the user

does not necessarily end with the application of the routing

algorithm. The user may change the line that has been pro-

posed by the routing algorithm by moving the segments of

a rectilinear line or the bending points of a unconstrained

polyline. These changes can be preserved when the line has

to be rerouted in a later layout modification step by using

the geometric information (e.g closest neighbor) stored in

the corner stitching structure (see [13] for the details).

3 Related Work
The existing approaches to visualizing and editing hi-

erarchical models are very limited concerning node posi-

tioning and employ rather primitive line routing techniques

only [13]. Significant work on line routing, however, has

been done in domains other than modeling where line rout-

ing is a major concern. In the field of automatic graph draw-
ing the routing of the edges that connect the nodes is an in-

tegral part of the node placement algorithm (e.g. [4]). There

is no need for incremental layout adaptation or preservation

of a layout produced by a human. The wire routing problem

that occurs inVLSI design has to deal with a fixed placement

of the circuit components and therefore is similar to our line

routing problem. The most important routing algorithms in

this domain are those developed by Lee [7] and Soukup [15]

and their variants. Due to their runtime complexity, wire

routing algorithms cannot be computed in real time on a

personal computer. The geometric shortest path problem in

computational geometry has many applications in robotics,

geographic information systems and diagram drawing. The

best known approach constructs a visibility graph [8] and

computes the shortest path on this graph according to Dijk-

stra’s approach [3]. The avoidance of line crossings can’t

be integrated directly into the visibility graph and therefore

has to be done in a second step after the routing.

4 Conclusions
We have presented a novel line routing algorithm which

is based on the idea of using Lee’s algorithm on a corner

stitching data structure. To achieve our goals of appeal-

ing layout and preservation of secondary notation, we have

adapted and extended the basic algorithm. All presented

algorithms have been implemented in our ADORA model-

ing tool written in Java, which is able to generate views

from hierarchical models. We have applied our algorithm

to example models with encouraging results, both concern-

ing usability and routing speed.

A performance test [13] has demonstrated that our algo-

rithm is fast enough to route a large number of lines in real

time (up to 150 lines per diagram) even though we have im-

plemented the algorithm without special optimizations.

Currently, our line routing algorithm is limited to recti-

linear routing. Splines may be an alternative. However, de-

termining intersections is more complex for splines. Label

positioning is also not implemented yet. In our ongoing re-

search, we want to investigate to what extent nicer esthetics

justify a more complex routing algorithm.
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